JavaScript Exams

Disclaimer: do not use any third-party library unless explicitly stated in the task!

## Chapter 1

### Exam 1.1

Write a JavaScript app that accepts an array of numbers and returns an integer indicating the count of odd elements in the array.

|  |  |
| --- | --- |
| Input | Output |
| [6, 4, 3, 1, 9, 44, 33, 2] | 4 |

### Exam 1.2

Write a JavaScript app that performs a bubble sort on an array of numbers that is passed as an argument and the result is a new instance that is sorted. Do not use the native array.sort method!

|  |  |
| --- | --- |
| Input | Output |
| [6, 4, 3, 1, 9, 44, 33, 2] | [2, 3, 4, 6, 9, 33, 44] |

### Exam 1.3

Create JavaScript apps that print the following patterns. Note – one app per pattern and all apps must accept a parameter that dynamically defines the length of the numbers printed.

Pattern 1:  
![](data:image/png;base64,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)

#### Pattern 2:

#### Pattern 3:

#### Pattern 4:

#### Pattern 5:

#### Pattern 6:

#### Pattern 7:

### Exam 1.4

Create a JavaScript function that accepts array of elements of random type and it returns an object with the following structure:   
  
{  
 nullCount: 3,  
 objectsCount: 2, // objects that are not null or array  
 stringsCount: 5,  
 numericsCount: 0, // Number, float, BigInt etc.  
 arraysCount: 2,  
 undefinedCount: 6,  
 datesCount: 3,  
 booleansCount: 0,  
 functions: 2  
}

Which lists the count of the types of elements in the array that was passed as a parameter of the function.

|  |  |
| --- | --- |
| Input | Output |
| [6, "Test", "value", 1, undefined, null, () => {console.log("Hello, world!")}, {count: 5}] | {  nullCount: 1,  objectsCount: 2,  stringsCount: 2,  numericsCount: 2,  arraysCount: 0,  undefinedCount: 1,  datesCount: 0,  booleansCount: 0,  functions: 1  } |

Exam 1.5

Create a JavaScript function that calculates which of two objects passed as parameters is “heavier”.

#### Part 1

Iterate over each of the first-level properties of the objects and calculate the heaviness of the object by the following formula:

|  |  |
| --- | --- |
| Property Type | Value |
| Object, Array, Function | 10 |
| string | 8 |
| null | 2 |
| Numeric (Number, float, BigInt etc.) | 4 |
| date | 5 |
| undefined | 2 |
| Boolean | 4 |

|  |  |
| --- | --- |
| Input | Output |
| { cards: 6,  label: "Test",  description: "value",  type: 1,  role: undefined,  person: {name: "John Doe" },  skills: null,  report: () => {console.log("Hello, world!")},  experience: {count: 5}  } | 58 |

#### Part 2

Calculate the weight by iterating over child objects and estimate their weight as well by using the formulas in point a with the condition that an object is always worth 10 points, every child property adds to that amount.

|  |  |
| --- | --- |
| Input | Output |
| {  cards: 6,  label: "Test",  description: "value",  type: 1,  role: undefined,  person: {name: "John Doe" },  skills: null,  report: () => {console.log("Hello, world!")},  experience: {count: 5}  } | 70 |

### Exam 1.6

Create a JavaScript function that accepts two parameters - a date object and a string. The result of the function should be a formatted string representation of the date object. The string indicates the format the date object must be transformed into.

|  |  |
| --- | --- |
| Input | Output |
| myFunction(new Date(), "YYYY-MMM-DD HH:mm:ss Is my proof of concept!") | "2021-May-21 10:21:33 Is my proof of concept! " |

#### Part 1

The tokens passed that would indicate the format are:

|  |  |  |
| --- | --- | --- |
| Datetime part | Token | Output |
| Month | M | 1 2 ... 11 12 |
|  | MM | 01 02 ... 11 12 |
| Day of Month | D | 1 2 ... 30 31 |
|  | DD | 01 02 ... 30 31 |
| Year | YYYY | 1970 1971 ... 2029 2030 |
| AM/PM | A | AM PM |
|  | a | am pm |
| Hour | H | 0 1 ... 22 23 |
|  | HH | 00 01 ... 22 23 |
| Minute | m | 0 1 ... 58 59 |
|  | mm | 00 01 ... 58 59 |
| Second | s | 0 1 ... 58 59 |
|  | ss | 00 01 ... 58 59 |

Obviously, you are not allowed to use moment.js or any other date formatting library!!!

#### Part 2

Expand the table in Part 1 by adding the following tokens:

|  |  |  |
| --- | --- | --- |
| Datetime part | Token | Output |
| Month | MMM | Jan Feb ... Nov Dec |
|  | MMMM | January February ... November December |
| Quarter | Q | 1 2 3 4 |
| Day of Month | Do | 1st 2nd ... 30th 31st |
| Day of Week | ddd | Sun Mon ... Fri Sat |
|  | dddd | Sunday Monday ... Friday Saturday |
| Day of Week (ISO) | E | 1 2 ... 6 7 |
| Week of Year (ISO) | W | 1 2 ... 52 53 |
|  | Wo | 1st 2nd ... 52nd 53rd |
|  | WW | 01 02 ... 52 53 |
| Time Zone | z or zz | EST CST ... MST PST Note: as of **1.6.0**, the z/zz format tokens have been deprecated from plain moment objects. [Read more about it here.](https://github.com/moment/moment/issues/162) However, they \*do\* work if you are using a specific time zone with the moment-timezone addon. |

## Chapter 2

### Exam 2.1

Expand the Array method and implement the native array.sort method. The method accepts a function handler as a single parameter that defines how a and b are compared and the method extension returns the sorted array. The sorting must work with any data types in the array. Result should be the same array but sorted!  
  
Use of the native array.sort method is not allowed!

|  |  |
| --- | --- |
| Input | Output |
| sortArray([6, 4, 3, 1, 9, 44, 33, 2], (left, right) => { return left < right}) | [2, 3, 4, 6, 9, 33, 44] |

#### Part 1

Implement the bubble sorting algorithm

#### Part 2

Implement the min-max sorting algorithm

### Exam 2.2

Create a JavaScript function that accepts two parameters - an array and an object and:

#### Part 1

Returns true or false if this object is added in the array or not (compare reference).

|  |  |
| --- | --- |
| Input | Output |
| const person = {name: "John Doe" }    findObj([6, "Test", "value", person, 1, undefined, null, () => {console.log("Hello, world!")}, {count: 5}, {name: "John Doe" }], person) | true |

#### Part 2

Expand the function to perform a deep search as well (find the object in every property of each object recursively)

|  |  |
| --- | --- |
| Input | Output |
| const person = {name: "John Doe" }    findObj([6, "Test", "value", 1, undefined, null, () => {console.log("Hello, world!")}, {count: 5}, {name: "John Doe", person: person }], person) | true |

#### Part 3

Returns true or false if object with the same property values (non-reference types) exists in the array

|  |  |
| --- | --- |
| Input | Output |
| const person = {name: "John Doe" }    findObj([6, "Test", "value", 1, undefined, null, () => {console.log("Hello, world!")}, {count: 5}, {name: "John Doe" }], person) | true |

#### Part 4

Return true or false if object with the same properties exists in the array, both value types and reference types

Merge the solutions from Part 2 and 3.

### Exam 2.3

Create a JavaScript function that accepts two parameters – array and an array

#### Part 1

The function should append to every member of the array type of the first array only the elements in the second array that are “truthy”.

|  |  |
| --- | --- |
| Input | Output |
| const arr1 = [1, undefined, [1, 2, 3], "test", {name: "John Doe"}]  const arr2 = [null, () => {console.log("Hello, world!")}, ["one", "five"], undefined, 6]    appender(arr1, arr2) | [1, undefined,  [1, 2, 3,  () => {console.log("Hello, world!")},  ["one", "five"], undefined, 6],  "test", {name: "John Doe"}] |

#### Part 2

The function should append to the array elements of the first array the following elements from the second array – if the index of the array child in the first array is even, append only the values of the second array that are of Array type (unpacking them and appending their content), if the index is uneven – append the object elements from the second array.

|  |  |
| --- | --- |
| Input | Output |
| const arr1 = [[1, 2, 3, 4], ["one", "two"], [5, 6]]    const arr2 = [null, () => {console.log("Hello, world!")}, ["one", "five"], {role: "admin"}, {name: "John"}, [1000, 1001]]    appender(arr1, arr2) | [[1, 2, 3, 4, "one", "five", 1000, 1001], ["one", "two", {role: "admin"}, {name: "John"}], [5, 6, "one", "five", 1000, 1001]] |

### Exam 2.4

Create a JavaScript function that accepts two arguments - an array with numbers and a number and:

#### Part 1

Returns the sum of the elements in the array that have value higher than the number passed as argument

|  |  |
| --- | --- |
| Input | Output |
| const arr1 = [1,2,3,4,5,6,7]  const higherThan = 4  calculate(arr1, higherThan) | 18 |

#### Part 2

Returns a new array with the elements that are divisible by the number passed into the array

|  |  |
| --- | --- |
| Input | Output |
| const arr1 = [1,2,3,4,5,6,7]  const divisible = 2  calculate(arr1, divisible) | [2, 4, 6] |

### Exam 2.5

Create a JavaScript function that accepts an array as the argument and returns the same array with every object in the array flattened. This means, each array and object property of the members of the array is replaced by its elements.

|  |  |
| --- | --- |
| Input | Output |
| [{  person: {  firstName: "John",  lastName: "Doe",  role: "Admin"  },  permissions: ["read", "write", "special"],  age: 42,  competencies: [{skill: "JavaScript", level: "junior"}, {skill: "css", level: "junior"}]  }] | [{  person\_firstName: "John",  person\_lastName: "Doe",  person\_role: "Admin",  permissions\_0: "read",  permissions\_1: "write",  permissions\_2: "special",  age: 42,  competencies\_0\_skill: "JavaScript",  competencies\_0\_level: "junior",  competencies\_1\_skill: "css",  competencies\_1\_level: "junior"  }] |

### Exam 2.6

Create a JavaScript function that accepts an array and a number between 0 and 100 and removes the inner percentage of the elements from that array. Round up to the bigger number the number of elements to be removed so that there is an even amount left from both ends of the original array.

|  |  |
| --- | --- |
| Input | Output |
| const arr = [1,2,3,4,5,6,7,8,9,10]  const percentage = 50  removeInner(arr, percentage) | [1,2,9,10] |

### Exam 2.7

Create a random JavaScript function that takes an array of numbers, randomizes their position and returns an array with the longest sequence of elements that ascend in numeric order.

|  |  |
| --- | --- |
| Input | Output |
| const arr = [1,2,3,4,5,6,7,8,9,10]  randomize(arr)  // randomized as: [10, 3, 2, 5, 6, 9, 8, 1, 4, 7] | [2,5,6,9] |

### Exam 2.8

Create a JavaScript function that accepts two arguments - an array with elements and a numeric value – the weight.

#### Part 1

The function must return true or false if there is an element in the array that has the same weight (See Exam 1.5) as passed in the argument

|  |  |
| --- | --- |
| Input | Output |
| const arr = [6, "Test", "value", 1, undefined, null, {name: "john.doe", role: "admim"}]  const weight = 16    findByWeight(arr, weight) | true |

#### Part 2

Another function with similar parameters must return true or false if all elements in the array have a higher weight than passed argument

|  |  |
| --- | --- |
| Input | Output |
| const arr = [6, "Test", "value", 1, 5, {name: "john.doe", role: "admim"}]  const weight = 2    findByWeight(arr, weight) | true |

## Chapter 3

### Exam 3.1

Extend the Array class with the functionalities developed in the following tasks:

* Part 1 – Task 1
* Part 1 – Task 2
* Part 1 – Task 4
* Part 2 – Task 2
* Part 2 – Task 3
* Part 2 – Task 5
* Part 2 – Task 6

### Exam 3.2

Extend the Date class with the functionality developed in Exam 1.6

### Exam 3.3

Create a new JavaScript class called Color. It should have a constructor that takes three digits for RGB color, a string for hexadecimal representation and if no parameter passed – default to black. Implement the following methods

* 1. getColorRGB – returns the code in CSS RGB format
  2. getColorShortHex - returns the color in CSS Hex string format
  3. getColorLongHex - returns the color in CSS Hex string format
  4. Update the constructor to support passing opacity as well

### Exam 3.4

Create a JavaScript class that represents a classic watch. It should be instantiated with a constructor that takes a Date object. If the Date object is not passed, it takes the current time. The class should expand the following methods:

* 1. showTime() - when the function is called, it starts printing in the console the time every second in the default Date format.
  2. showTime(format) - extend the functionality by adding the format argument to the function which prints the data every second using the specified format string (See Part 1 – Task 6)
  3. showTime(format, timezone) - extends the functionality by adding the timezone parameter which prints the time adjusted for the timezone passed. The timezone argument is IANA type (<https://en.wikipedia.org/wiki/List_of_tz_database_time_zones>) see the TZ database name column
  4. Expand the showTime function so that every new invocation of the showTime function with different timezone shall print the time independently. For example, if I call showTime with European Central Time once and then again with Asia/Shanghai, then every second two numbers shall be printed, once for ECT and once for Asia/Shanghai. If I call again the function with already existing timezone, the watch Tshould stop printing the time for that particular timezone.
  5. Extend the showTime function so that it accepts a third parameter – a function callback that receives an array of strings and is called by the watch class every time the date updates and prints the output.
  6. hideTime(timezone) - this method cancels the time printing stream for a timezone
  7. chronoStart(), chronoStop() - starts a chronometer, when stop is called, prints the ellapsed time in seconds and milliseconds.

### Exam 3.5

Extend the built-in Object class by adding the deepCopy method which should accept two parameters – required first parameter is an object, and optional second parameter object. If a second parameter is passed, the method returns a new object with the properties of the second parameter object and with all the properties of the first parameter copied to the second, overwriting existing properties. If no second parameter is passed, the method returns a new object with all properties deeply copied from the first object.  
  
Definition of deep copy – a process of copying properties not only of the first level object properties but the nested properties. All reference types must be created anew by value. Functions must be copied as well.

|  |  |
| --- | --- |
| Input | Output |
| const obj = {  person: {  firstName: "John",  lastName: "Doe",  role: "Admin"  },  permissions: ["read", "write", "special"],  age: 42,  competencies: [{skill: "JavaScript", level: "junior"}, {skill: "css", level: "junior"}]  }    Object.deepCopy({}, obj) | {  person: {  firstName: "John",  lastName: "Doe",  role: "Admin"  },  permissions: ["read", "write", "special"],  age: 42,  competencies: [{skill: "JavaScript", level: "junior"}, {skill: "css", level: "junior"}]  } |

### Exam 3.6

Create a NodeJS script that accepts the following command line arguments:

|  |  |  |
| --- | --- | --- |
| Argument name | Value type | Rules |
| --path | String, path to a folder | Optional, must be valid and existing path if passed  Default: current location |
| --fileTypes | String, comma separated file type extensions | Optional, must be valid extensions in the .ts, .txt, .js type  Default: .js |
| --exclude | String, comma separated file and folder names that must be excluded | Optional, must be valid file and folder names if passed  Default: node\_modules |
| --help | No value needed | Optional |

Sample execution:

|  |
| --- |
| node lineCounter.js --fileTypes=.js,.ts,.json --exclude=node\_modules,tsconfig.ts,package.json,dist |

The NodeJS script should traverse all files and locations in the specified --path (Current location, by default) and count the lines of text in the specified by –fileTypes file types. The script shall print the total lines of code/text for each of the --fileTypes passed in the command line.  
  
*Optional: 1. Implement the --help flag that prints in console all the arguments, their accepted values and defaults.*

*Optional 2: Add a sym-link/shortcut check to prevent circular traversing of the file system.*

### Exam 3.7

(optional) Create a JavaScript function that implements a maze using the recursive backtracking algorithm (See [here)](https://medium.com/swlh/how-to-create-a-maze-with-javascript-36f3ad8eebc1)

#### Part 1

The maze should be n x m size and contain an entrance and an exit

#### Part 2

The function should display the resulting mase in an HTML file with the walls and paths visible

#### Part 3

Add a parameter to the function that displays the initial state of the maze (all paths or all walls) and visualizes the progression of the generation of the maze by adding every step of the generation every X milliseconds.

Example:  
//upload.wikimedia.org/wikipedia/commons/transcoded/b/b1/MAZE\_30x20\_Prim.ogv/MAZE\_30x20\_Prim.ogv.480p.vp9.webm

### Exam 3.8

Create a dungeon crawler function that uses the Maze generation in Exam 3.7 and updates it by:

#### Part 1

Add a configurable number of gems in the maze on random locations

#### Part 2

Find the most optimal way (with least steps taken) to collect all gems and exit

#### Part 3

Visualize the progression of the crawler in an HTML page (visualization is free to be decided) by showing the steps the crawler takes in their final progression

#### Part 4

Find the most optimal way to collect the greatest number of gems given a limit of walks that can be taken – for example, how many gems can the crawler get and exit the dungeon with only 50 steps in a 15 x 15 maze?